Unix

Unix is a family of operating systems that derive from one built in the 1970s at Bell Labs by AT&T. The current owner of the Unix license is The Open Group, however, Novell, Inc. currently holds the copyrights. Linux operating systems and OS X operating systems are based on Unix. One of Unix's standard features is the command-line shell that is used to interface with the operating system. In Linux, this shell is commonly Bash.

Bash

The Bourne Again Shell or Bash is based on the original Unix shell, which was called sh. Bash is compatible with sh and incorporates other features as well. Bash was created in 1989.

# Commands

In this section, we'll be covering some basic Unix commands. Before we begin, we should cover the basic aliases for locations in your file system. A file system is generally comprised of a directory, or folder, that itself can contain files and directories in a tree structure. The top-level directory is known as the root directory and it is the folder that contains all of the other folders on the drive partition you are currently accessing. In Unix, your root directory is represented by the / character. For example, if you wished to change directory to the root directory from anywhere on the partition, you would issue the following command: cd /

That's all well and good, but what about the directory you're currently in? The . character represents the current directory. Furthermore, .. represents the parent directory, so if you wanted to copy everything from the current directory up to the directory immediately above it, you would issue the following command: cp -r . ..

In Unix, we also have a directory called the home directory. This directory is usually the one that our terminal starts in and it is where our personal files are generally stored. This directory is represented by the ~ character.

Now, let's talk about some Unix commands:

## Arguments and Flags

In Unix, commands can be modified in two ways.

1. Commands can have arguments. Arguments given to a command take the form of strings written after the command. ex. command arg1 arg2 arg3
2. Commands can have flags. Flags are special arguments given to a command. There are two kinds of flags in Unix, short-hand or character flags, a single character (or group of characters), prefixed by a single dash -c, and full flags, the full name of the flag, prefixed by a double dash --flag.

Arguments to your command usually represent variables or targets for your command, and flags usually represent options you wish to enable for your command.

Ex. The following two commands do the same thing:

cp -r hi bye

cp --recursive hi bye

The above commands copy the contents of the hi directory to the bye directory recursively, using the -r and --recursive flags. This means that the cp command has been told to copy the contents of a directory instead of its default mode which copies a specific file.

hi and bye are arguments to the command.

## The Most Important Command

man - The manual command will print to the terminal the manual for using a particular command. If you are unsure what flags or arguments a command takes, you simply type man command. For example, if you wished to see the manual for the copy command, you would issue the command: man cp

## Directory Commands

* cd - The change directory command allows us to navigate to a different directory on the drive.
  + go to root directory: cd /
  + go to home directory: cd or cd ~
  + navigate one directory up: cd ..
  + navigate into the hi directory, which is inside the bye directory: cd ./bye/hi
  + change to the previous directory: cd -
* ls - The list directory command allows us to see the contents of a particular directory. When given no arguments, it lists the contents of the current directory. The -a flag allows you to see hidden items in the directory.
  + list the contents of the current directory: ls
  + list the contents of the hi directory: ls hi or ls ./hi
  + list the contents of the directory including the "hidden" contents: ls -a
* mkdir - The make directory command allows us to create a new directory. mkdir takes an argument representing the name of the directory you wish to create.
  + create a directory named hi: mkdir hi
* pwd - The print working directory command prints the full name of the directory you are currently working in. For example, if you were working in the home directory inside of the root directory the output of pwd might be /home.

## General Purpose Commands

* su - The substitute user command allows you to switch users. With no argument, this defaults to the root user, which has higher privileges. This can be useful if you need to perform multiple commands with elevated privileges but is generally considered to be bad practice in preference to sudo, for administrative logging purposes.
* sudo - the sudo command allows you to run a particular command as the root user.
* clear - the clear command usually prints a number of blank lines such that all previous commands are no longer on the screen. There is a shortcut for this command, ctrl-l
* echo - the echo command will print a string or the result of a command to the console.
* > - The > operator will redirect the output of a command to a file. The file will be created or overwritten if it already exists. E.g. ls . > log.txt
* >> - The >> operator acts the same way as the > operator but appends output to the file instead of overwriting if it exists.
* grep - the grep command prints any lines in a file or files that match a given pattern. By default, grep interprets the pattern as a basic regular expression.
  + Print all lines in hello.txt that contain the word goodbye: grep goodbye hello.txt

## File Commands

* cat - the concatenate command prints the contents of a file to the console. cat hello.txt
* head - the head command prints the first ten lines of a file to the console. head hello.txt
* tail - the tail command prints the last ten lines of a file to the console. tail hello.txt
* touch - the touch command allows you to modify the timestamp of a file. This command is usually used to create empty files, as an empty file is created if touch is given a file name that does not exist. touch hello.txt
* cp - the copy command creates a copy of the specified file at the location specified. If the recursive glag is used, it will operate on directories.
  + copy a hello.txt to goodbye.txt: cp hello.txt goodby.txt
  + copy the hello directory to the goodbye directory: cp -r hello goodbye
* mv - the move command will rename or move a file or entire directory with the recursive flag.
  + rename a hello.txt to goodbye.txt: mv hello.txt goodbye.txt
  + move hello.txt to the goodbye directory: mv hello.txt goodbye/.
  + rename the hello directory to goodbye: mv -r hello goodbye
* rm - the remove command will delete a file. If you use the recursive flag, it can delete a directory. The force flag will cause the command to delete files without prompting the user if there are warnings. The command rm -rf . is extremely dangerous.
  + remove hello.txt: rm hello.txt
  + remove the hello directory: rm -r hello
* wc - the word count command will print the number of words in a file. This command has several flags available
  + -c, --bytes - prints the byte count
  + -m, --chars - prints the character count
  + -l, --lines - prints the lines
  + -w, --words - prints the word count (default)
* ln - the link command creates a link between files. This allows you to make a shortcut to a file in one location without copying it over.

# Environment Variables

Environment variables are values that are accessible in an entire working environment. In Unix, these values are set in the shell when it is started. For example, your home directory is an environment variable called $HOME. If you wish to see the value of a particular environment variable, you can use the echo command like so: echo $HOME.

To set your own environment variables, you can use the export command. For example, if you wanted to create an environment variable to store the password to your server, you could issue the following:

export SERVER\_PASS=password

echo $SERVER\_PASS

However, if you issue the above command into your console, when you close the shell and open it again, your environment will no longer be present. To keep these environment variables, you will have to place the command in one of your startup files, usually

~/.bashrc

You can also remove environment variables with the unset command:

unset SERVER\_PASS

echo $SERVER\_PASS

File Permissions

In Unix, file permissions can become very important. Every file in Unix has three types of permissions.

1. Owner permissions - What the owner of the file is allowed to do to the file.
2. Group permissions - What the group of users that the file belongs to is allowed to do to the file.
3. Other (world) permissions - What everyone else is allowed to do to the file.

Each type of permission can have any combination of read (r or 4), write (w or 2), and execute (x or 1) permissions. You can represent these permissions as either a number or a string of characters. For example, someone with read and write permissions has 6 or rw permissions.

Viewing permissions

You can see the permissions of files in a directory by using the -l flag on the ls command to get it to print the "long listing format"

ls -l .

Changing permissions

You can change the permissions on a file using the chmod or change file mode bits command.

If you are using the numbers, it is as simple as specifying the correct permissions for the owner, groups, and other types and issuing the command targeting the file. For example, if I wished the owner to have read, write, and execute, groups to have read and execute, and other to have read permissions on hello.text I would issue the following command:

chmod 754 hello.txt

Otherwise, if you are using the strings, you have to specify which groups you are granting or revoking access to. Owner (u), group (g), and other (o) can be specified or all (a) can be used. The + indicates a granted privilege, - indicates a revoked privilege, and = allows you to set privileges.

Examples:

# Everyone has all permissions

chmod a+rwx hello.txt

# Revoke write access to other

chmod o-w hello.txt

# Set group access to be the same as other

chmod g=o hello.txt

# Package Managers

In Unix, if you wish to install software, you generally use a package manager. There are many package managers available and we will talk about a few.

## RPM

The Red Hat Package Manager or RPM is a package management system that manages .rpm files. It was created for Red Hat Linux but is used in many distributions.

## APT

Advanced Package Tool or APT is a package manager used on many Linux distributions. It allows you to retrieve, configure, and install/uninstall software packages.

## yum

The Yellowdog Updater, Modified or yum is a package-management utility for computers running RPM. When you create an EC2 using an Amazon Linux AMI, yum is installed.

As you are most likely to run into yum when you are working with Amazon linux, here are a few examples:

# update installed pacakges

sudo yum update

# Install git

sudo yum install git

# Uninstall git

sudo yum remove git

## dpkg

Debian Package is a low-level tool that manages .deb files. It was created for Debian and its derivatives.

Command-line Text Editors

You can write files in the shell by making use of built-in text editors such as nano and vim or vi.

Guides

* [Beginner's Guide to Nano](https://www.howtogeek.com/howto/42980/the-beginners-guide-to-nano-the-linux-command-line-text-editor/)
* [Beginner's Guide to Vim](https://www.linux.com/training-tutorials/vim-101-beginners-guide-vim/)

## Intro to SQL

SQL stands for **Structured Query Language** - it is a domain-specific language for working with certain databases called relational databases. SQL is not a programming language, although there are extensions to the specification like PL/SQL that add familiar programming constructs. Instead, it is an English-like syntax that lets developers and database administrators abstract away the process of manipulating data and focus on the WHAT instead of HOW in the database.

Before we understand more about SQL, we need to understand what a relational database is. A relational database is a type of database that stores information in tables - that is, the data is stored in rows and columns, similar to a spreadsheet. Each row in the table is a record, and each record has properties which correspond to the different columns in the table. In order to provide a way for external entities to manipulate the database, we use a special kind of software called a relational database management system, or RDBMS.

Relational databases are often contrasted with another category of databases - non-relational databases. We won't go into the details of non-relational databases here, but you should be aware that there are major differences. Non-relational databases do not store data within tables that relate to each other, and thus do not use SQL to interact with the database.

RDBMS systems are one of the key components of any enterprise application or system. Why is this the case? Think about it - data by itself doesn’t mean a lot or even have intrinsic value. A lot of data thrown in a bucket would it mean be meaningless unless some kind of processing and analysis was done on it. Related data is what provides meaning and organizes the structure of data. For example, “an employee is in one or more departments”. We might have one table to store employees and another to store departments, and then define some relationship between them.

Normally, relational databases are used in an OLTP (Online Transaction Processing) environment, which means that the idea of having related data is preferable in a very transactional system, and that are normally row-based.

For non-transactional environments, the counter part is OLAP (Online Analytic Processing) systems, which are normally columnar-based, which is faster for reading but slower for manipulation.

## Data Types

When defining the properties of an entity in the database (i.e. the columns), you must specify the data type to store. Common SQL data types include:

#### **Numeric**

* BIT
* TINYINT
* BIGINT
* DECIMAL
* NUMERIC
* FLOAT
* REAL

#### **Date/Time**

* DATE
* TIMESTAMP
* DATETIME
* TIME
* YEAR

#### **Character/String**

* CHAR
* NCHAR
* VARCHAR
* NVARCHAR
* NTEXT

#### **Binary**

* BINARY
* VARBINARY
* IMAGE

#### **Miscellaneous**

* CLOB
* BLOB
* XML
* JSON

Each database vendor may support their own data types, or not support some of the ones listed above. Refer to the specific vendor documentation for more information.

### **Conventions**

SQL is a case-insensitive language, but the convention is to use UPPERCASE to refer to SQL keywords and lowercase for non-SQL specific entities (like table or column names). This helps distinguish between SQL keywords and other words. Also, for readability purposes we should split long commands or queries into multiple lines.

For example, this:

SELECT \* FROM table1

LEFT JOIN table2 ON table1.a = table2.b

WHERE table1.x < 5

AND table2.y > 8

ORDER BY table1.a DESC

is much more readable than:

SELECT \* FROM table1 LEFT JOIN table2 ON table1.a = table2.b WHERE table1.x < 5 AND table2.y > 8 ORDER BY table1.a DESC

## SQL Schema

This module covers schemas, constraints, multiplicity, and normalization in RDBMS systems.

### **Helpful References**

* [Oracle Docs - Constraints](https://docs.oracle.com/cd/B19306_01/server.102/b14200/clauses002.htm#:~:text=Use%20a%20constraint%20to%20define,declare%20them%20in%20two%20ways.)

### **Defining 'Schema'**

A [database schema](https://en.wikipedia.org/wiki/Database_schema) refers to the formal **structure** of data defined in a relational database. This includes the various tables in the database as well as their columns, data types, and the relationship between tables. Schemas are enforced using **constraints** when defining tables, and we can visualize the schema of relational databases through entity-relationship diagrams, or **ERD**s.

NOTE: In Oracle databases, schema can also refer to a logical data storage structure. Oracle systems create a separate "schema" for each database user. However, we will refer to the original definition above from now on when we mention schema. Don't let this confuse you.